**CSE 373 Homework 5 Write up**

**Ryan McDaniel 1026006**

**Alyanna Castillo 0962947**

1. **Describe the worst-case asymptotic running times of your methods** adjacentVertices**,** edgeCost**, and** shortestPath**. In your answers, use |E| for the number of edges and |V| for the number of vertices. *Explain and justify your answers.***

**adjacentVertices() has a cost of O(1), since that is the cost of the get() method of a Java HashMap.**

**edgeCost is O(|E|), because in the worst case all edges must be checked.**

**shortestPath is O(|V|^2), because in the worse case the dijkstra helper function within it goes through 2 loops – a while loop and within that a for-each loop.**

1. **Describe how you tested your code.**

**For both parts, we merely ran the provided text files and tested various cases for the distances. For example, ATL to SEA and SEA to ATL should be the same, etc.**

**In part 2, the functionality was verified with a test file that listed the start vertex, end vertex, and the cost between the paths. The test file followed the format:**

**A**

**B**

**10**

**B**

**A**

**5**

**B**

**C**

**20**

**A**

**C**

**10**

**C**

**A**

**2**

**By using this test file for edges, we were able to test the shortest path function easily. The cost to go from A to C, the options could be (A to B) + (B to C) vs (A to C) = 10 + 20 vs 10 = 30 vs 10. If the shortest path function picked the path that cost 10 for A to C, then we would know our algorithm works.**

**Below is a screenshot of our testing session:**

**![testCases.PNG](data:image/png;base64,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)**

1. **If you worked with a partner:   
   a) Describe the process you used for developing and testing your code. If you divided it, describe that. If you did everything together, describe the actual process used (eg. how long you talked about what, what order you wrote and tested, and how long it took).**

**We divided the work so that one person did part 1 and the other person did part 2. Part 1 acted as a foundation for part 2 – constructors were implemented along with get functions for private fields. With part 2, private helper functions were built for the shortestPath function to calculate the shortest distance and use dijkstra’s algorithm. New fields were also added in Vertex to accommodate dijkstra’s algorithm (path and distance).**

**Debugging / testing was done together so everyone knew what the other person was doing. In addition to the provided text files, our own text files were used to make it easier to compare results (as described above).**

**b) Describe each group member's contributions/responsibilities in the project.**

**Ryan:**

**Part 1 (Constructors, get functions for private variables, print out), testing files**

**Alyanna: Part 2 (ShortestPath, smallestDist, dijkstra), README document**

**We both had to debug each other’s codes together and modify parts of it (i.e. adding an extra field to vertex, etc.)**

**c) Describe at least one good thing and one bad thing about the process of working together.**

**Good: Work division.**

**Bad: Keeping consistent with each other’s variable names and clashes in GitHub syncing.**

1. **If you did any above-and-beyond, describe what you did.**

**We did nothing extra.**

**Appendix**

Place anything that you want to add here.